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The attempt to understand Scala from implementing the same problem by Scala and
Java is described. The problem is the simulation of digital circuit shown as sample [1].
We convert single and multi- thread case from Scala to Java. Next, we implement better
parallel method where circuit elements directly communicate. And last, we implement
this method using Scala and compare Scala and Java. The implemented programs are

stored in simulation.zip. The directory of program is shown by [...].
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Case 1. Single Thread [simulation/java/single]

This case is single thread and conversion from Scala( [1] 18.3 Case study: Discrete
event simulation) to Java. The closure of delayed execution can replace by the command
pattern in Java. The interface of command is Actor. Anonymous class which implements

Actor is useful to avoid increment of tiny class.
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Case 2. Multi Thread [simulation/java/multi/org]

This case is multi thread and conversion from Scala ([1] 30.6 A longer example:

Parallel discrete event simulation) to Java. But thread is fixed to an instance and is not



recycled. The Actor of Scala is similar to Unix process communicating by message
because Unix process is shared nothing model. All instances which are executed multi
thread have an input queue. The queue must be thread safe. We use

java.util.concurrent library.
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Case 3 Direct communication [simulation/java/multi/adv]

This case is also multi thread. But, all circuit elements (Wire, Gate and Probe)
directly communicate. In Case 2, Clock is a hub. And all circuit elements only

communicate to Clock. The thread of Clock is heavy duty and may be bottleneck.
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The analysis is important that three are two kind of message: control and signal.
Circuit elements communicate using signal. Only Clock sends control to circuit
elements and receives response. Clock is still a hub with control. But, Clock never send
and receive signal. The concrete classes of control are Ping/Pong(synchronization),
Start/Stop. The concrete classes of signal are SignalChanged and SetSignal.
SignalChanged is sent from Gate to Wire. SetSignal is send from Wire to Gate and
Probe. We introduce abstract class: Simulant which is able to receive signal and control.

Clock and circuit elements are subclass of Simulant.
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The behavior of input queue for signal and control is different. If there is no control in
input queue, the thread accessing the queue must be blocked. If there is no signal in
input queue, the thread accessing the queue should not be blocked. So, we use

LinkedBlockingQueue for control and ConcurrentLinkedQueue for signal.
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Ping has current time. When circuit element receives Ping from Clock, it exhausts all
signals which have time before or equal current time from ConcurrentLinkedQueue,
and changes self state or sends signal to other circuit element discriminating signal.

After all signals are done, it sends Pong to Clock to notify done.
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Clock stops simulation. Pong has maximum delay at circuit element. Therefore

The time to stop is current time plus maximum delay of all Pong.
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Clock is an infrastructure for circuit elements. All circuit elements need Clock.

We inject an instance of Clock to all circuit elements by Spring AOP( @Configurable ).
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Case 4 Scala Direct Communication [simulation/scala/multi/adv]



This is Scala version for Case 3. Control and signal are received by one queue.
Signal is separated and saved to a list at reading the queue. Because multi threads

access the list, we must synchronize the list. Next, we compare Case 3 and Case 4.
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1. Code Length

1. =— K&
1) List operation
1) List #fE

[Javal

if(control instanceof Ping) 1
Ping ping =(Ping)control;
List<Signal> todo = new ArrayList<Signal>();
for(Iterator<Signal> i = signals.iterator(); i.hasNext();) {
Signal signal = i.next();
if(signal.getTime() <= ping.getTime() {
} todo.add(signal);

}
int delay = 0;
if( todo.size() > 0) {
for(Signal signal: todo) 1
signals.remove(signal);

Collections.sort(todo);

for(Signal signal: todo) 1
int t = receive(signal);

} if(t > delay ) delay = t;

§
send(control.getSource(), new Pong(control.getTime(), delay));

[Scalal
case Ping(source, time) =>
var todo: List[Signall = List()
signals.synchronized {
val todo = signals.filter(_.time <= time)
if('todo.isEmpty) signals = signals.filter(_.time > time)
§
val delay = (0 / todo.sort((a,b) => a.time < b.time))
((m, signal) => max(m, receive(signal)))
source ! Pong(this, time, delay)

2) POJO



[Javal
protected abstract class Message implements Comparable<Message> {
private int time;
Message(int time ) {
} this.time = time;
int getTime() {
return time;

}

Simulant getSource() {
return Simulant.this;

§
public int compareTo(Message that) {
return this.time - that.time;

}
H

[Scala]

sealed abstract class Message(val source:Simulant, val time: Int)

2. OOP vs. Functional programming

This problem is suitable to OOP. Because, it is message passing model between
objects. Large scale structures (principal classes) are designed by OO. Functional

programming is efficient at method and block level.
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